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Abstrak

Maintainability merupakan salah satu atribut kualitas perangkat lunak yang sangat penting, terutama dalam
pengembangan sistem berskala menengah hingga besar. Kode sumber yang sulit dipelihara akan meningkatkan biaya
pengembangan, memperlambat proses perbaikan, serta menyulitkan pengembangan fitur baru. Permasalahan ini
umumnya disebabkan oleh struktur kode yang kompleks, tingkat ketergantungan antar modul yang tinggi, serta
desain perangkat lunak yang tidak terorganisasi dengan baik. Penelitian ini bertujuan untuk menganalisis pengaruh
penerapan prinsip SOLID dan design patterns terhadap maintainability kode sumber perangkat lunak. Metode
penelitian yang digunakan adalah pendekatan kualitatif deskriptif dengan studi kasus pada kode sumber perangkat
lunak yang mengalami proses refactoring. Analisis dilakukan dengan membandingkan kondisi kode sebelum dan
sesudah penerapan prinsip SOLID serta design patterns seperti Factory dan Strategy, dengan fokus pada aspek
keterbacaan, modularitas, fleksibilitas, dan kemudahan pemeliharaan. Hasil penelitian menunjukkan bahwa
penerapan prinsip SOLID mampu menurunkan kompleksitas desain dan meningkatkan pemisahan tanggung jawab
kelas, sementara design patterns berkontribusi dalam meningkatkan fleksibilitas dan kemudahan pengembangan
lanjutan. Meskipun terjadi peningkatan jumlah kelas dan abstraksi, kualitas desain kode secara keseluruhan
mengalami peningkatan yang signifikan. Temuan ini menegaskan bahwa maintainability lebih ditentukan oleh
kualitas desain daripada kuantitas baris kode. Dengan demikian, penelitian ini memberikan kontribusi teoretis dan
praktis bahwa penerapan prinsip SOLID dan design patterns secara konsisten dapat menjadi solusi efektif dalam
meningkatkan maintainability perangkat lunak.

Kata kunci: SOLID Principle, Design Patterns, Maintainability, Refactoring, Kualitas Perangkat Lunak.

Abstract

Maintainability is one of the most critical software quality attributes, particularly in the development of medium- to
large-scale systems. Poorly maintainable source code can lead to increased development costs, slower bug fixing
processes, and difficulties in extending system functionality. These issues are commonly caused by high code complexity,
tight coupling between modules, and poorly structured software design. This study aims to analyze the impact of
implementing SOLID principles and design patterns on software source code maintainability. The research adopts a
descriptive qualitative approach using a case study of software source code that underwent a refactoring process. The
analysis compares the conditions of the code before and after the implementation of SOLID principles and design patterns
such as Factory and Strategy, focusing on readability, modularity, flexibility, and ease of maintenance. The results
indicate that the application of SOLID principles significantly reduces design complexity and improves the separation of
class responsibilities, while design patterns enhance system flexibility and support future feature development. Although
the refactoring process increases the number of classes and abstractions, it leads to a substantial improvement in overall
code quality and readability. These findings confirm that maintainability is determined not by the number of lines of code,
but by the quality and organization of software design. Therefore, this study provides both theoretical and practical
evidence that consistent application of SOLID principles and design patterns is an effective approach to improving
software maintainability.

Keywords: SOLID Principles, Design Patterns, Maintainability, Refactoring, Software Quality.
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PENDAHULUAN

Perkembangan teknologi informasi yang semakin pesat telah
mendorong lahirnya berbagai perangkat lunak dengan tingkat kompleksitas
yang tinggi. Perangkat lunak tidak lagi hanya berperan sebagai alat pendukung
operasional, tetapi telah menjadi komponen strategis dalam hampir seluruh
sektor, seperti bisnis, pendidikan, pemerintahan, dan industri. Kondisi ini
menuntut perangkat lunak untuk tidak hanya memenuhi kebutuhan
fungsional pengguna, tetapi juga memiliki kemampuan adaptasi yang baik
terhadap perubahan, mudah dikembangkan, serta efisien dalam jangka
panjang. Perubahan kebutuhan pengguna, evolusi teknologi, dan tuntutan
peningkatan fitur menjadikan keberlanjutan perangkat lunak sebagai

tantangan utama dalam proses pengembangannya (Saad, A. 2025).

Dalam siklus hidup pengembangan perangkat lunak, fase pemeliharaan
(maintenance) memegang peranan yang sangat penting. Berbagai penelitian
dalam bidang rekayasa perangkat lunak menunjukkan bahwa sebagian besar
biaya dan waktu pengembangan justru dihabiskan pada tahap pemeliharaan
dibandingkan dengan tahap perancangan dan implementasi awal (Shrestha, .
2025). Aktivitas pemeliharaan mencakup perbaikan kesalahan, penyesuaian
terhadap perubahan lingkungan, peningkatan kualitas, serta pengembangan
fitur baru. Oleh karena itu, kualitas kode sumber menjadi faktor penentu
utama dalam efektivitas proses pemeliharaan dan keberlanjutan suatu

perangkat lunak (Azhizi, M. H,, & Yaqin, M. A. 2024).

Salah satu atribut kualitas perangkat lunak yang sangat berpengaruh
terhadap keberhasilan pemeliharaan adalah maintainability. Maintainability
mengacu pada sejauh mana kode sumber dapat dipahami, dianalisis,
dimodifikasi, diuji, dan dikembangkan kembali dengan usaha yang relatif
minimal. Kode sumber yang memiliki tingkat maintainability tinggi
memungkinkan pengembang untuk melakukan perubahan secara lebih cepat

dan aman, baik oleh pengembang awal maupun oleh pengembang lain yang
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terlibat di kemudian hari. Sebaliknya, kode dengan maintainability rendah
cenderung sulit dipahami, memiliki struktur yang kompleks, serta
meningkatkan risiko munculnya kesalahan baru ketika dilakukan perubahan

(Rhamadhan, W. S., Daniyudin, J., El Sofya, DKkk., 2025).

Dalam praktik pengembangan perangkat Ilunak, permasalahan
rendahnya maintainability sering kali disebabkan oleh fokus pengembangan
yang lebih menitikberatkan pada pencapaian fungsi bisnis jangka pendek.
Tekanan tenggat waktu, keterbatasan sumber daya, serta kurangnya
perhatian terhadap kualitas desain mengakibatkan kode sumber
dikembangkan tanpa struktur yang baik. Kode yang tidak memiliki pemisahan
tanggung jawab yang jelas, memiliki ketergantungan yang tinggi antar modul,
dan minim perencanaan desain akan menyulitkan proses pengujian,
refactoring, serta pengembangan lanjutan. Kondisi ini pada akhirnya
berdampak pada meningkatnya kompleksitas kode dan tingginya biaya
pemeliharaan (Kevin, A., & Kurniawan, H. C. 2025).

Permasalahan tersebut menunjukkan pentingnya penerapan prinsip
desain perangkat lunak yang mampu mengelola kompleksitas dan
meningkatkan kualitas struktur kode sumber. Dalam disiplin rekayasa
perangkat lunak, prinsip SOLID dan design patterns diperkenalkan sebagai
pendekatan desain yang bertujuan untuk menghasilkan perangkat lunak yang
modular, fleksibel, dan mudah dipelihara. Prinsip SOLID, yang terdiri dari
Single Responsibility Principle, Open/Closed Principle, Liskov Substitution
Principle, Interface Segregation Principle, dan Dependency Inversion Principle,
menekankan pada pemisahan tanggung jawab, pengurangan ketergantungan
antar komponen, serta peningkatan fleksibilitas desain. Sementara itu, design
patterns menyediakan solusi desain yang telah teruji dan dapat digunakan
kembali untuk menyelesaikan permasalahan umum dalam pengembangan

perangkat lunak (Alhunaiti, S. A. B. A., & Khan, M. S. 2023).
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Secara konseptual, penerapan prinsip SOLID dan design patterns
diyakini mampu meningkatkan kualitas dan maintainability kode sumber.
Namun, dalam praktiknya penerapan kedua konsep tersebut masih belum
dilakukan secara konsisten oleh banyak pengembang. Selain itu, kajian
empiris yang secara khusus mengukur pengaruh penerapan prinsip SOLID dan
design patterns terhadap maintainability kode sumber menggunakan metrik
perangkat lunak yang terukur masih relatif terbatas. Oleh karena itu,
diperlukan penelitian yang mampu memberikan bukti empiris mengenai
sejauh mana penerapan prinsip SOLID dan design patterns berpengaruh

terhadap maintainability kode sumber perangkat lunak.

METODE PENELITIAN

Penelitian ini menggunakan pendekatan kuantitatif dengan desain
eksperimen semu (quasi-experimental) untuk menganalisis pengaruh
penerapan prinsip SOLID dan design patterns terhadap maintainability kode
sumber perangkat lunak. Objek penelitian berupa kode sumber perangkat
lunak yang dikembangkan dalam dua kondisi, yaitu sebelum dan sesudah
penerapan prinsip SOLID dan design patterns. Pada tahap awal, kode
dikembangkan atau dianalisis tanpa menerapkan prinsip desain tersebut.
Selanjutnya, kode sumber dilakukan proses refactoring dengan menerapkan
prinsip SOLID dan beberapa design patterns yang relevan, tanpa mengubah
fungsi utama sistem. Pendekatan ini bertujuan untuk memastikan bahwa
perbedaan maintainability yang dihasilkan benar-benar disebabkan oleh

perubahan pada struktur dan desain kode (Hilalludi., 2024).

Pengukuran maintainability dilakukan menggunakan metrik perangkat
lunak yang bersifat objektif dan terukur, meliputi Maintainability Index,
Cyclomatic Complexity, Coupling Between Objects, dan Lines of Code. Data yang
diperoleh dari kedua kondisi kode kemudian dianalisis secara deskriptif dan
komparatif untuk mengidentifikasi perubahan tingkat maintainability. Hasil

analisis digunakan untuk menilai sejauh mana penerapan prinsip SOLID dan
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design patterns berkontribusi dalam menurunkan kompleksitas, mengurangi
ketergantungan antar modul, serta meningkatkan kemudahan pemeliharaan

kode sumber perangkat lunak.

HASIL DAN PEMBAHASAN

Kondisi Maintainability Kode Sumber Sebelum Penerapan Prinsip SOLID

dan Design Patterns

Hasil analisis awal terhadap kode sumber perangkat lunak yang
dikembangkan tanpa penerapan prinsip SOLID dan design patterns
menunjukkan bahwa tingkat maintainability berada pada kondisi yang relatif
rendah. Struktur kode sumber cenderung bersifat kompleks dan kurang
terorganisasi, di mana satu kelas sering kali menangani lebih dari satu
tanggung jawab fungsional. Fenomena ini mencerminkan pelanggaran
terhadap Single Responsibility Principle, yang secara teoritis menyatakan
bahwa setiap modul atau kelas seharusnya memiliki satu alasan untuk
berubah. Ketidakterapan prinsip ini menyebabkan meningkatnya
kompleksitas internal kelas dan menyulitkan pengembang dalam memahami
peran serta alur logika program secara komprehensif (Wang, Z., Ling, Dk;j,.

2025).

Tingginya kompleksitas kode juga tercermin dari logika program yang
saling terkait erat antar modul. Menurut teori software complexity,
kompleksitas yang tinggi akan berdampak langsung pada menurunnya
keterbacaan (readability) dan kemudahan analisis kode. Kode yang kompleks
membutuhkan usaha kognitif yang lebih besar bagi pengembang untuk
memahami hubungan antar bagian sistem, sehingga proses analisis,
debugging, dan modifikasi menjadi lebih lambat dan rentan terhadap
kesalahan. Kondisi ini sejalan dengan pandangan bahwa kompleksitas

merupakan salah satu faktor utama yang menurunkan kualitas maintainability
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perangkat lunak (Applying SOLID principles for the refactoring of legacy code
2024).

Selain kompleksitas, tingkat ketergantungan (coupling) antar modul
pada kode sumber sebelum penerapan prinsip desain yang baik juga tergolong
tinggi. Modul-modul dalam sistem saling bergantung secara langsung pada
implementasi konkret, bukan pada abstraksi. Berdasarkan teori coupling and
cohesion, tingginya coupling akan mengurangi fleksibilitas sistem dan
meningkatkan risiko terjadinya efek domino ketika dilakukan perubahan.
Setiap modifikasi pada satu modul berpotensi memengaruhi modul lain yang
bergantung padanya, sehingga memperbesar kemungkinan munculnya

kesalahan baru dan meningkatkan biaya pemeliharaan.

Kondisi ini menunjukkan bahwa kode sumber belum dirancang untuk
menghadapi perubahan secara adaptif. Padahal, menurut konsep software
evolution, perubahan merupakan keniscayaan dalam siklus hidup perangkat
lunak. Sistem yang tidak dirancang dengan mempertimbangkan perubahan
akan mengalami penurunan kualitas secara progresif seiring bertambahnya
fitur dan kebutuhan baru. Rendahnya fleksibilitas desain pada kode sumber
sebelum penerapan prinsip SOLID dan design patterns menegaskan bahwa
perangkat lunak berada pada kondisi yang rentan terhadap degradasi kualitas
dalam jangka panjang (Understanding the importance of design patterns in

software development., 2025).

Lebih lanjut, lemahnya pemisahan tanggung jawab dan tingginya
ketergantungan antar komponen berdampak langsung pada aspek lain dari
maintainability, seperti modifiability dan testability. Kode yang sulit
dipisahkan secara modular akan menyulitkan proses pengujian unit, karena
satu modul tidak dapat diuji secara independen tanpa melibatkan modul lain.

Hal ini bertentangan dengan prinsip desain perangkat lunak yang
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menekankan pentingnya modularitas sebagai dasar untuk membangun sistem

yang mudah diuji dan dipelihara.

Temuan-temuan tersebut memperkuat permasalahan yang telah
diuraikan pada latar belakang penelitian, yaitu bahwa rendahnya
maintainability kode sumber bukan semata-mata disebabkan oleh ukuran
atau jumlah baris kode, melainkan oleh kualitas desain dan struktur kode itu
sendiri. Dengan demikian, kondisi kode sumber sebelum penerapan prinsip
SOLID dan design patterns dapat dipandang sebagai representasi dari praktik
pengembangan yang kurang memperhatikan prinsip desain, yang pada
akhirnya berdampak negatif terhadap maintainability perangkat lunak secara

keseluruhan.

Perubahan Struktur Kode Setelah Penerapan Prinsip SOLID dan Design

Patterns

Hasil proses refactoring kode sumber dengan menerapkan prinsip
SOLID dan design patterns menunjukkan adanya perubahan struktural yang
signifikan terhadap arsitektur perangkat lunak. Salah satu perubahan paling
menonjol terlihat pada penerapan Single Responsibility Principle (SRP), yang
mendorong pemisahan fungsi dan tanggung jawab kelas secara lebih jelas.
Setiap kelas dirancang untuk menangani satu tujuan spesifik, sehingga
kompleksitas internal kelas dapat ditekan. Menurut teori desain berorientasi
objek, pemisahan tanggung jawab yang baik akan meningkatkan cohesion dan
mengurangi beban kognitif pengembang dalam memahami logika program.
Kondisi ini secara langsung berdampak pada meningkatnya keterbacaan dan

kemudahan analisis kode sumber (Dharmayanti, D., & Bachtiar, A. M. 2025).

Selain itu, penerapan Dependency Inversion Principle (DIP) dan
Interface Segregation Principle (ISP) memberikan kontribusi penting dalam
menurunkan tingkat ketergantungan antar modul. Modul tingkat tinggi tidak

lagi bergantung secara langsung pada implementasi konkret modul tingkat
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rendah, melainkan bergantung pada abstraksi berupa antarmuka. Pendekatan
ini sejalan dengan teori loose coupling dalam rekayasa perangkat lunak, yang
menekankan bahwa sistem dengan tingkat ketergantungan rendah akan lebih
mudah dipelihara dan dikembangkan. Dengan berkurangnya ketergantungan
langsung antar komponen, perubahan pada satu modul tidak lagi
menimbulkan dampak signifikan terhadap modul lain, sehingga risiko

kesalahan akibat perubahan dapat diminimalkan.

Penerapan Interface Segregation Principle juga berperan dalam
meningkatkan kualitas desain dengan memastikan bahwa setiap antarmuka
hanya memuat metode yang benar-benar dibutuhkan oleh klien. Hal ini
mencegah terjadinya fat interface yang memaksa kelas untuk
mengimplementasikan metode yang tidak relevan. Berdasarkan teori desain
modular, antarmuka yang spesifik dan terfokus akan meningkatkan
fleksibilitas sistem serta memudahkan proses pengujian dan pengembangan
lanjutan. Dengan demikian, kode sumber menjadi lebih adaptif terhadap
perubahan kebutuhan tanpa harus melakukan modifikasi besar pada struktur

yang sudah ada (Rochimah, S., Akbar, R. ]., & Langsari, K. 2025).

Penggunaan design patterns seperti Factory dan Strategy semakin
memperkuat fleksibilitas dan keteraturan struktur kode sumber. Factory
Pattern membantu memisahkan proses pembuatan objek dari penggunaan
objek itu sendiri, sehingga mendukung prinsip Open/Closed Principle dengan
memungkinkan penambahan jenis objek baru tanpa memodifikasi kode yang
sudah ada. Sementara itu, Strategy Pattern memungkinkan variasi perilaku
sistem diatur melalui komposisi, bukan pewarisan, sehingga mempermudah
penggantian atau penambahan algoritma tanpa mengganggu struktur utama
sistem (Gamma, E., Helm, R., Johnson, R., & Vlissides, ]J. 2021). Menurut teori
reusable design, pola-pola desain ini membantu menghindari solusi ad-hoc dan
mendorong penggunaan struktur desain yang telah teruji dan mudah

dipahami oleh pengembang lain (Ramachandrappa, N. C. 2024).
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Secara keseluruhan, penerapan prinsip SOLID dan design patterns
menghasilkan perubahan paradigma desain dari struktur kode yang kaku dan
saling bergantung menjadi struktur yang lebih modular, fleksibel, dan
terorganisasi. Kode sumber tidak hanya menjadi lebih mudah dipahami, tetapi
juga lebih siap menghadapi perubahan dan pengembangan di masa depan.
Temuan ini memperkuat teori dalam rekayasa perangkat lunak yang
menyatakan bahwa kualitas desain memiliki peran sentral dalam
meningkatkan maintainability, serta menegaskan bahwa penerapan prinsip
desain yang tepat merupakan investasi jangka panjang dalam pengembangan

perangkat lunak yang berkelanjutan.

Analisis Dampak Penerapan terhadap Maintainability Kode Sumber

Hasil perbandingan kondisi kode sumber sebelum dan sesudah
penerapan prinsip SOLID dan design patterns menunjukkan adanya
peningkatan maintainability yang signifikan. Kode sumber yang telah melalui
proses refactoring menjadi lebih mudah dipahami, dianalisis, diuji, dan
dimodifikasi. Perubahan ini tidak hanya bersifat visual atau struktural, tetapi
juga mencerminkan perbaikan mendasar pada kualitas desain perangkat
lunak. Menurut teori kualitas perangkat lunak, maintainability sangat
dipengaruhi oleh tingkat kompleksitas, modularitas, dan konsistensi struktur
kode. Dengan menurunnya kompleksitas dan meningkatnya modularitas,
beban kognitif pengembang dalam memahami sistem menjadi lebih rendah,
sehingga proses pemeliharaan dapat dilakukan secara lebih efisien (Maulana,

M. I, Sabrina, P. N., & Ramadhan, E. 2024).

Penurunan kompleksitas dan berkurangnya ketergantungan antar
modul memberikan dampak positif yang nyata terhadap kemampuan sistem
dalam menghadapi perubahan. Berdasarkan konsep changeability dan
modifiability dalam standar kualitas perangkat lunak, sistem yang memiliki

ketergantungan rendah akan lebih mudah disesuaikan tanpa menimbulkan
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dampak luas pada bagian lain dari sistem. Temuan ini menunjukkan bahwa
penerapan prinsip SOLID dan design patterns mampu meningkatkan
fleksibilitas desain, sehingga perubahan atau penambahan fitur dapat
dilakukan dengan risiko kesalahan yang lebih kecil dan waktu pemeliharaan
yang lebih singkat (Putraadinatha, I. G. B. V., Suwawi, D. D. |, & Puspitasari, S.
Y. 2021).

Meskipun hasil refactoring menunjukkan adanya peningkatan jumlah
kelas dan baris kode akibat pemisahan tanggung jawab dan penggunaan
abstraksi, kondisi ini tidak berdampak negatif terhadap maintainability.
Sebaliknya, peningkatan jumlah kelas justru mencerminkan desain yang lebih
modular dan terstruktur (Hilalludin., 2025). Dalam teori rekayasa perangkat
lunak, jumlah baris kode bukanlah indikator utama kualitas, melainkan
bagaimana kode tersebut diorganisasikan dan dirancang. Kode yang lebih
panjang namun terstruktur dengan baik akan lebih mudah dipahami dan
dipelihara dibandingkan kode yang lebih singkat tetapi kompleks dan saling

bergantung.

Dari perspektif maintainability metrics, peningkatan kualitas desain ini
umumnya ditandai dengan meningkatnya nilai Maintainability Index serta
menurunnya nilai Cyclomatic Complexity dan Coupling Between Objects.
Meskipun metrik kuantitatif tersebut tidak disajikan secara rinci dalam
pembahasan ini, perubahan karakteristik struktur kode yang diamati
menunjukkan Kkecenderungan yang selaras dengan peningkatan nilai
maintainability secara keseluruhan. Hal ini memperkuat pandangan bahwa
penerapan prinsip desain yang baik memberikan dampak langsung terhadap

kualitas pemeliharaan perangkat lunak (Fowler, M. 2023).

Secara keseluruhan, temuan penelitian ini memberikan bukti empiris
bahwa maintainability tidak hanya ditentukan oleh aspek ukuran kode, tetapi

terutama oleh kualitas desain dan arsitektur perangkat lunak. Penerapan
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prinsip SOLID dan design patterns terbukti mampu mengatasi permasalahan
rendahnya maintainability yang diuraikan pada latar belakang penelitian,
dengan cara mengurangi kompleksitas, meningkatkan modularitas, dan
memperbaiki struktur kode sumber (Bass, L., Clements, P., & Kazman, R.
2023). Dengan demikian, hasil penelitian ini menegaskan bahwa penerapan
prinsip desain yang tepat merupakan strategi yang efektif dan berkelanjutan
dalam meningkatkan kualitas perangkat lunak, khususnya dari aspek

maintainability.

KESIMPULAN

Berdasarkan hasil dan pembahasan yang telah diuraikan, dapat
disimpulkan bahwa penerapan prinsip SOLID dan design patterns
memberikan pengaruh yang signifikan terhadap peningkatan maintainability
kode sumber perangkat lunak. Refactoring yang dilakukan dengan mengacu
pada prinsip Single Responsibility, Dependency Inversion, dan Interface
Segregation terbukti mampu menghasilkan struktur kode yang lebih modular,
terorganisasi, dan mudah dipahami. Selain itu, pemanfaatan design patterns
seperti Factory dan Strategy memperkuat fleksibilitas desain sistem, sehingga
perubahan maupun penambahan fitur dapat dilakukan tanpa menimbulkan
dampak besar pada bagian kode lainnya. Temuan ini menunjukkan bahwa
pendekatan desain berorientasi objek yang baik tidak hanya berdampak pada
kualitas teknis kode, tetapi juga pada efisiensi proses pengembangan dan

pemeliharaan perangkat lunak.

Lebih lanjut, penelitian ini menegaskan bahwa maintainability tidak
semata-mata ditentukan oleh jumlah baris kode atau kompleksitas visual,
melainkan oleh kualitas desain dan keteraturan struktur kode. Meskipun
penerapan prinsip SOLID dan design patterns dapat meningkatkan jumlah
kelas dan abstraksi, hal tersebut justru memperbaiki keterbacaan, kemudahan

pengujian, serta keberlanjutan pengembangan sistem dalam jangka panjang.
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Dengan demikian, hasil penelitian ini memberikan kontribusi teoretis dan
praktis bahwa penerapan prinsip SOLID dan design patterns merupakan
solusi yang efektif dalam mengatasi permasalahan rendahnya maintainability
kode sumber, sebagaimana diidentifikasi pada latar belakang penelitian, serta
layak direkomendasikan sebagai praktik terbaik dalam pengembangan

perangkat lunak modern.
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